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From Quantum Mechanics to

Quantum Software Engineering:

A Historical Review
Giuseppe Bisicchia, Jose Garcia-Alonso, Juan M. Murillo, and Antonio Brogi

Abstract—Victor Hugo’s timeless observation, ‘Nothing is more
powerful than an idea whose time has come’, resonates today as
Quantum Computing, once only a dream of a physicist, stands
at the threshold of reality with the potential to revolutionise
the world. To comprehend the surge of attention it commands
today, one must delve into the motivations that birthed and
nurtured Quantum Computing. While the past of Quantum
Computing provides insights into the present, the future could
unfold through the lens of Quantum Software Engineering.
Quantum Software Engineering, guided by its principles and
methodologies investigates the most effective ways to interact
with Quantum Computers to unlock their true potential and
usher in a new era of possibilities. To gain insight into the present
landscape and anticipate the trajectory of Quantum Computing
and Quantum Software Engineering, this paper embarks on a
journey through their evolution and outlines potential directions
for future research. By doing so, we aim to equip readers (ideally
software engineers and computer scientists not necessarily with
quantum expertise) with the insights necessary to navigate the
ever-evolving landscape of Quantum Computing and anticipate
the trajectories that lie ahead.

Index Terms—Quantum Computing, Quantum Software Engi-
neering.

I. A BRIEF HISTORY OF QUANTUM COMPUTING

‘What kind of computer are we going to use to simulate

physics?’ It was the Nobel laureate Richard Feynman who

raised this question in his visionary talk [1], beginning the

history of Quantum Computing1.

This question is rooted in a series of crises and revolu-

tions [6], [7], [8], [9], [10], [11] that shook the world of

physics to its foundations between 1900 and 1925. The result

of that period of turmoil was a new fundamental theory of

physics which describes the behaviour of Nature at subatomic

levels: Quantum Mechanics [12], [13], [14].
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1To be fair, already a few years earlier, in 1980, mathematician Yuri
Manin pointed out the problems in simulating quantum systems with classical
computers [2]. Independently, between 1980 and 1982, the physicist Paul
Benioff proposed a quantum mechanical model of Turing machines [3], [4],
a topic also discussed by Feynman in 1985 [5].

Manin and Feynman’s concerns [1], [2], [5] on the simula-

tion of physical systems were primarily about the difficulties

of modelling quantum systems. In such systems, the number

of variables required to represent them increases exponentially

with their complexity and with the number of particles in-

volved2.

Following these considerations, in 1985, physicist David

Deutsch suggested, in his seminal work [15], a deeper con-

nection between computing and physics, stating a stronger

‘physical version’ of the Church-Turing thesis3. Such thesis,

also called the Church–Turing–Deutsch principle states that:

Every finitely realizable physical system can be

perfectly simulated by a universal model computing

machine operating by finite means.

With his physical interpretation of the Church-Turing thesis,

Deutsch brought attention to an often neglected fact about

computation. Every algorithm is actually performed by a

physical system, whether it be an electronic calculator, a

mechanical apparatus or a human being. Thus, computation is

ultimately a physical process and, hence, a universal computer

(that is a physical system too) must be able to simulate the

dynamics of every possible physical system.

The consequences of the physics revolution in the early 20th

century, however, led scientists to postulate that the fundamen-

tal nature of physics is ultimately quantum mechanical. Unfor-

tunately, classical systems seem to be ineffective in efficiently

simulating quantum mechanical systems [1], [2]. Deutsch was

then naturally led to propose a universal computing device

based on the principles of quantum mechanics [15], so as to

overcome the limitations of classical computers: the quantum

computer was born.

Pretty soon, the potential of quantum computers began to be,

as Deutsch surmised, far more impactful than just simulating

physical systems. In 1992, David Deutsch, in collaboration

with Richard Jozsa, formulated a problem that, even if of little

practical interest, can be solved more efficiently by quantum

devices than by any classical or stochastic algorithm [16].

Shortly afterwards, in 1993, Ethan Bernstein and Umesh

Vazirani proposed another problem, showing the advantage of

quantum devices over classical ones even when small errors

2On the other hand, the number of variables to describe classical physical
systems grows only linearly with their complexity.

3Here is reported a version, from [15], for completeness: ‘Every function

which would naturally be regarded as computable can be computed by the

universal Turing machine’.

http://arxiv.org/abs/2404.19428v2
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are allowed [17]. In the same work, Bernstein and Vazirani

designed a quantum version of the Fourier transform4 [18].

In 1994, leveraging the quantum Fourier transform and the

work of Daniel Simon [19], who showed that a quantum

computer could find the period of a function with an expo-

nential speedup, Peter Shor presented an efficient quantum

algorithm for computing discrete logarithms. Only a few

days later, Shor formulated an efficient quantum algorithm

also for factoring large numbers [20]. Both problems are

believed to be intractable on classical computers, and thereby

commonly used in cryptographic protocols [21], [22]. Just two

years later, Seth Lloyd proved that quantum computers could

simulate quantum systems without the exponential overhead

present in classical simulations, confirming Feynman’s 1982

conjecture [23]. In the same year, Lov Grover presented a

quantum algorithm achieving an optimal quadratic speedup

for unstructured search [24]. Shor and Grover’s breakthroughs

gave a strong impetus to the research on quantum algorithms,

demonstrating the existence of useful problems that benefit

from a quantum speedup.

Meanwhile, research into working quantum computers also

began to take its first steps. In 1993, Seth Lloyd proposed a

method for building a potentially realisable quantum computer

through pulsed quantum arrays, i.e., arrays of weakly coupled

quantum systems subjected to a sequence of electromagnetic

pulses of specific lengths and frequencies [25]. Not long

afterwards, in 1995, Juan Cirac and Peter Zoller suggested

an implementation of a quantum computer employing cold

ionised atoms confined in electric potential traps and inter-

acting with laser beams [26]. Following the developments in

the field, just one year later, David DiVincenzo formalised

five minimal requirements for creating a working quantum

computer. Such criteria include the availability of scalable

qubits5 highly isolated from the external environment, the

ability to initialise, manipulate and entangle their state and

to ‘strongly’6 measure the state of each qubit [27]. A further

milestone was set by Yasunobu Nakamura et al., between 1991

and 2001, who built a working, controllable superconducting

qubit through a Josephson junction [28], [29].

In those years, however, a shadow threatened and questioned

the very foundations of Quantum Computing [30]. The deco-

herence menaced to dash any hopes of having actually usable

quantum computers [31]. Decoherence is the phenomenon

that, under typical conditions, prevents complex many-particle

quantum systems from exhibiting quantum behaviour for a

long time, stranding the dream of a quantum computer with

no way out [32]. It was Shor again who gave hope and new life

to the field. Shor demonstrated in 1995 how it was possible

4The Quantum Fourier Transform serves as the quantum counterpart to
the Discrete Fourier Transform, offering an efficient quantum algorithm for
implementing Fourier Transform operations. Crucial in various quantum algo-
rithms, it plays a fundamental role in extracting and translating purely quantum
information stored within qubits into classically measurable outcomes.

5A ‘qubit’ is the computational unit of a Quantum Computer (as opposed
to the classical bit). A qubit state can be 0, 1 or in a superposition (i.e., linear
combination) of both. In the latter, when measured it will be only 0 or 1, with
different probabilities according to its superposition.

6With ‘strong’ measurement it is meant a measure capable of collapsing
the state of a qubit.

to reduce the destructive effects of decoherence through the

quantum analogue of error-correcting codes [33] and fault-

tolerant methods for executing reliable quantum computations

on noisy quantum computers [34]. The work of Shor and

others [35], [36], [37] thus confirmed that it is possible, at least

in principle, to suppress the error rate of a quantum computer

to arbitrarily low levels, thanks to error correction schemes

and as long as the error rate is below a certain threshold7, this

is the so-called threshold theorem [39].

Significant developments have been made since those first

steps in both quantum software and hardware [38], [40]. In

2011, the first ever commercially available quantum computer

was presented, and sold, by D-Wave [41]. It was D-Wave

One, a 128-qubit quantum annealer8 [43]. In 2016, IBM put

online their 5-qubit, gate-based9, superconducting quantum

computer, making quantum computing publicly available for

the first time, through the cloud [45], [46]. In 2018, the first

commercial quantum computer employing trapped ions was

launched by IonQ [47]. Just one year later, Google claimed

the achievement of quantum supremacy10 with their 54-qubit,

superconducting processor ‘Sycamore’ [49]. However, some

doubts arose shortly afterwards [50], [51], [52] and eventually

classical devices beat Google’s result [53]. The last current

milestone in the quantum race was set in 2023 by IBM, which

announced evidence for the utility of quantum computing even

with noisy hardware, showing how it is possible to produce

reliable results even without fault-tolerant quantum computers

and at a scale beyond brute-force classical computation [54].

Also in this case, though, the scientific community does not

entirely agree [55], [56], [57], [58].

Nevertheless, even though the supremacy and utility of

quantum computers have not yet been established beyond a

shadow of a doubt, there is no denying that we are now at

the gates of a new era [59], [60], [61]. Indeed, even if quan-

tum and classical computers feature the same computational

power [15], i.e., they can solve the same class of problems,

it is believed (and some evidence began to arise) [62], [63],

[64], [65], that quantum computers can solve some problems

asymptotically faster than what it is possible just with classical

resources [66]. In fact, increasingly cutting-edge applications

are emerging, promising to revolutionise numerous industries

and sectors and with a potentially immeasurable impact on

society [67]. Among the most researched areas are medicine,

chemistry and pharmacy, biology and agriculture, engineer-

ing, energy and logistics, economy and finance, meteorology,

7The assumptions made regarding the computational capability have a
significant impact on the precise value of the threshold, but it is considered
in the range 10

−4
− 10

−6 [38].
8A quantum annealer is a specialised form of quantum computer. Unlike

universal quantum computers, quantum annealers are non-Turing complete
devices tailored specifically for solving optimisation problems as energy
minimisation problems. Roughly speaking, quantum annealers ensure that
each qubit eventually settles into a classical state that reflects the minimum
energy configuration of the problem [42].

9Unlike quantum annealers, gate-based quantum computers are universal
computing machines. A gate-based quantum computer operates by manipu-
lating qubits through the quantum analogue of classical logical gates [44].

10Quantum Supremacy is the goal to ‘perform tasks with controlled

quantum systems going beyond what can be achieved with ordinary digital

computers’ [48].
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manufacturing and cybersecurity [68], [69].

II. THE DAWN OF QUANTUM SOFTWARE ENGINEERING

Despite the great and fast progress being made in Quantum

Computing, current quantum computers cannot scale beyond

dimensions of a few tens (or in the best cases hundreds)

of qubits. At the same time, quantum devices are still very

sensitive to external interference (noise), which can easily

disrupt an ongoing computation. Due to such limitation,

current quantum computers are usually referred to as Noisy

Intermediate-Scale Quantum (NISQ) devices [70], highlight-

ing their capacity to execute only Quantum programs featuring

a small number of qubits and consecutive steps [71], [72], [73].

However, this is not the first time in history that computer

scientists have had to face such limitations on computing

devices. Several authors, indeed, compare the current quantum

computing landscape to that of classical computing during the

60s and that a similar development should be followed [74],

[75], [76].

In such a roadmap, Quantum Software Engineering has

a primary role ‘to exploit the full potential of commercial

quantum computer hardware, once it arrives’ [77]. Quantum

Software Engineering will be, indeed, also necessary to de-

fine the best quantum software development and application

management lifecycles. They will enable to coherently employ

and operate the increasing amount of quantum methodologies

and tools, proposed to solve problems nowadays present in

all the development and management phases [78], [79]. To

this aim, there are already emerging several full ecosystems

to exploit such methodologies and tools (e.g., [80], [81]), and

the compelling need for a structured discipline of Quantum

Software Engineering is discussed by numerous authors (e.g.,

[82], [83], [84])

Jianjun Zhao defines in [78] the term ‘Quantum Software

Engineering’ as

‘The use of sound engineering principles for the

development, operation, and maintenance of quan-

tum software and the associated document to obtain

economically quantum software that is reliable and

works efficiently on quantum computers’

Highlighting the importance of applying ‘sound engineering

principles’ to the quantum software lifecycle, that its manage-

ment must be ‘economically’ affordable, and that the resulting

software must be ‘reliable’ and must work ‘efficiently’ on

quantum computers.

Some authors claim that Quantum Computing will lead to a

new ‘Golden Age’ of Software Engineering. They believe that

‘Software Engineering has built up a broad knowledge base,

and has learnt many lessons that should be applied to the

production of quantum software. The new quantum software

engineering field needs to be considered as the application

or adaptation of the well-known methods, techniques, and

practices of software engineering. At the same time, however,

new methods and techniques will be defined specifically for

quantum software production’ [85].

These strong beliefs gather a large support all around the

globe. As an example, ‘The Talavera Manifesto for Quantum

Software Engineering and Programming’ [76], a document

that summarises the principles and commitments for Quantum

Software Engineering, and that is considered a milestone in the

(even if brief) history of QSE [86], has already been signed by

more than 200 researchers and practitioners from more than

20 countries11.

III. QUANTUM SOFTWARE ENGINEERING

The history of Quantum Software Engineering (QSE) is

pretty recent. The term ‘Quantum Software Engineering’ first

appeared in 2002 in the ‘Grand Challenge for Computing

Research’ [77] by John Clark and Susan Stepney, in which

the authors identify four different potential research lines, viz.,

Foundations, Languages and Compilers, Methods and Tools

and, Novel Quantum Possibilities.

As for the foundational aspects, the authors highlighted the

need to further develop and investigate the concepts of Uni-

versal Turing Machine and Quantum Algorithmic Complexity

as well as new models of quantum computations above the

level of unitary matrices and gates. Strictly linked with the

new quantum computational models the authors discussed the

need to determine new fundamental building blocks of quan-

tum programming for assembly, high-level and specification

languages, and the corresponding quantum compilers. Such

progress should be accompanied by new architectures and

debugging and testing techniques, as well as more powerful

simulators and visualisation techniques. Finally, the authors

recommended investigating the effects of the pure random

generation and entanglement capabilities offered by quantum

computers and how they can help to produce new algorithms

and protocols.

Moving forward, in 2020, ‘The Talavera Manifesto for

Quantum Software Engineering and Programming’ [76] was

presented as the resulting effort of academia and industry

practitioners who joined at the first International Workshop

on QuANtum SoftWare Engineering & pRogramming. The

Manifesto discusses how QSE should:

1) be agnostic regarding quantum programming languages

and technologies,

2) embrace the coexistence of classical and quantum com-

puting,

3) support the management of quantum software develop-

ment projects,

4) consider the evolution of quantum software,

5) aim at delivering quantum programs with desirable zero

defects,

6) promote quantum software reuse,

7) address security and privacy by design, and

8) cover the governance and management of software.

The Manifesto also links Quantum Software Engineering

with classical Software Engineering suggesting how a quan-

tum approach to Software Engineering should ‘take care

of producing quantum software by applying knowledge and

lessons learned from the software engineering field. This

implies applying or adapting the existing software engineering

11https://www.aquantum.es/endorsers/

https://www.aquantum.es/endorsers/
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processes, methods, techniques, practices and principles for

the development of quantum software (or it may imply creating

new ones)’.

The same approach is also suggested in [75]. The authors

discuss that ‘the new quantum software engineering field needs

to be considered as the application or adaptation of the

well-known methods, techniques, and practices of software

engineering. Some techniques can be used just as they are

in classical computing. At the same time, however, new meth-

ods and techniques will be defined specifically for quantum

software production’.

Luis Barbosa, in his position paper [87], identifies four main

issues to a scientific rigorously Quantum Software Engineering

discipline, viz., investigate appropriate semantic structures

capable of managing classical controls and quantum data,

develop an algorithmic calculus for the systematic deriva-

tion of quantum programs in a compositional way, seek a

new family of dynamic logics to support the formulation

of contract for quantum programs and their compositional

verification and, finally, design a framework for coordination

of orchestrated quantum computation systems. In the same

work, Barbosa discusses also three research directions from a

formal methods point of view, namely, the study of quantum

models, architectures and, properties with the ultimate goal

of developing a ‘a mathematically based approach, able to

conceptualise, and predict behaviour, and to provide a rich,

formal framework for specifying, developing and verifying

quantum algorithms’.

In [83], the authors identify software design, software con-

struction, software testing, software maintenance, and software

quality as the main SWEBOK (Software Engineering Body

of Knowledge) [88] areas that will be heavily influenced

by quantum computing, followed by software requirements,

software engineering process, software engineering models

and methods, and computing foundations. Furthermore, the

authors discuss some promising research lines, viz., design

of quantum hybrid systems, quantum program testing, quality

assurance, and re-engineering and modernisation.

In [74], the authors link the current state of Quantum

Computing with that of classical computing in the late fifties

and early sixties [89], [90], by considering different challenges

and problems that researchers had to face in those periods

and that today they reappeared in their quantum version, e.g.,

the hardware cost, their limited availability and limited power,

the difficulty of operating quantum computers, their sensitivity

and small reliability, the limited portability of the programs.

On the basis of such considerations and the computer science

history [91], the authors warn that ‘all of the above [consid-

erations] can lead one to assume that we are on the verge of

a potential Quantum Software Crisis. Software Engineering

must pay attention to these signals in order to anticipate it’.

At the same time, they believe that starting from this analogy

and, ‘analyzing the advances and the lessons learned in the

field of Software Engineering in the last 60 years, raises

the directions that could help to develop the future Quantum

Software Engineering’. The authors outline also three possible

directions for QSE, viz., investigating new quantum software

processes and methodologies, design of new abstractions for

quantum software, and development of quantum structured

programming.

One of the main comprehensive surveys on the field of

QSE [78], was published by Jianjun Zhao in 2020. The

‘quantum software lifecycle’ is a pivotal point in Zhao’s work

and after a careful discussion and analysis a first systemic,

sequential model is proposed. Zhao’s model is a five-step

lifecycle comprising, namely, requirements analysis, software

design, implementation, testing, and maintenance.

In the same year, Weder et al. proposed a quantum software

lifecycle model too [79]. Their proposal, differently from

Zhao’s, starts by considering how to separate a problem’s

classical and quantum parts and is a ten steps process designed

for applications during the NISQ era and, thus, incorporates

phases such as data preparation, oracle expansion, and miti-

gation of readout-errors. Other steps are related to hardware-

independent and dependent optimisation and the selection of

a suitable quantum computer.

In [84], the authors present a five-step quantum development

model, based on their experiences and findings in the develop-

ment of three Variational Quantum Algorithms (VQA) [92] for

two industrial use cases (i.e., route planning and optimisation).

The proposed phases are the following, problem definition,

quantum algorithm selection, implementation, fine-tuning, and

postprocessing. The authors also noticed a high quantity of

(even difficult) design decisions to be taken during each phase,

most of them related to the problems induced by NISQ

devices. They also highlight the need for experimental ap-

proaches to support the design decision process and underline

the importance of Model-driven Software Development [93] in

quantum computing. In [94] too, Gemeinhardt et al. support

the study of Model-Driven Engineering for quantum technolo-

gies, arguing its utility in easing the development of software

systems.

With the aim of understanding what are the challenges

and opportunities of quantum computing facing the software

engineering community, El Aoun et al. carried out an empirical

study on Stack Exchange Forums and GitHub Issues to investi-

gate the QSE-related challenges perceived by developers [95].

They discovered that some of the challenges faced by quantum

developers are the same present in classical software devel-

opments (e.g., dependency management). Anyway, quantum

development also presents quantum-specific challenges (e.g.,

the interpretation of quantum programs’ output). The authors

also identify different areas requiring attention (e.g., learning

resources both on practical and theoretical aspects of quantum

computing, error management, and production of tools to

support the development).

With a similar approach, De Stefano et al. mined GitHub

repositories employing quantum framework to understand

the most commonly used technologies and interviewed the

contributors of such repositories to survey their opinions on

the current adoption and challenges of quantum program-

ming [96]. They found out that quantum programming tools

are mostly used for personal study purposes and most GitHub

contributors on quantum computing work in research and

framework repositories. They also discovered that most chal-

lenges are related to the understanding of quantum programs,
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the complexities associated with establishing hardware and

software infrastructures, issues pertaining to implementation

and code quality, the difficult task of building a quantum

developer community, and the existing shortcomings in the

realism of current quantum applications. They conclude how

at the date quantum programming primarily serves didactic

purposes or satisfies researchers’ curiosity in experimenting

with quantum technologies and that challenges are not only

related to quantum development but also socio-technical con-

siderations.

Focusing on quantum tools, Serrano et al. reviewed main

quantum software components and platforms [97]. They dis-

covered that most of the available quantum tools lack standard

classical features such as project support, software governance,

and a focus on software quality and evolution. Another sys-

tematic survey on quantum tools, frameworks, and platforms

is presented in [98].

With a systematic study of broader scope, De Stefano et

al. surveyed existing literature on QSE [86]. They discov-

ered that current QSE research ‘has primarily focused on

software testing with little attention given to other topics,

such as software engineering management’. Moreover, most

papers proposed solutions and techniques or reported empirical

findings and positions. They also propose to set the ‘official’

establishment of QSE in 2020 with the Talavera Manifesto,

with first publications, however, dating back to 2018.

In the realm of quantum software testing, researchers have

grappled with the unique challenges posed by the principles

of quantum mechanics. As highlighted by Miranskyy et al.

[99], [100], the very act of observing a quantum computation

unavoidably alters its state, rendering traditional interactive

debugging impractical. Consequently, a shift towards method-

ologies such as black-box testing or the judicious use of quan-

tum simulators becomes imperative. Quantum simulators offer

the advantage of observing qubit states without perturbation,

allowing for more effective testing strategies.

Addressing these challenges, in [101] the authors delve

into potential approaches for quantum software testing. Their

exploration encompasses statistical techniques tailored to the

stochastic nature of quantum physics. Leveraging statistical

proof rules [102] and assertions [103], they propose strategies

for both the verification and testing phases. In the pursuit of

verification, discussions revolve around quantum adaptations

of Hoare logic [104], a formal system for reasoning about

the correctness of computer programs. Additionally, the au-

thors illustrate how the concept of quantum reversibility, as

elucidated by Patel et al. [105] and Zamani et al. [106], can

be harnessed for verification purposes, further enhancing the

reliability of quantum programs.

IV. THE FUTURE OF QUANTUM SOFTWARE ENGINEERING

The existing body of literature indicates a growing and

pressing demand for the creation of a novel Software Engi-

neering paradigm tailored for Quantum Computing. This need

becomes even more pronounced as the quantity and quality

of quantum computers continue to advance. This approach

should be adept at addressing problems by either building upon

and potentially enhancing classical techniques and tools or by

pioneering entirely new solutions, facing challenges unique

to the quantum domain. This new Quantum Software Engi-

neering must possess the capability to address the challenges

that the next generation of quantum developers will encounter.

Notably, the upcoming cohort of quantum developers will

comprise individuals who are not solely specialists in the

field with extensive experience in quantum mechanics and

computing. Thus, the new Quantum Software Engineering

proposal must address also such a heterogeneous user base.

Numerous papers have explored intriguing and potentially

transformative avenues for future research in Quantum Soft-

ware Engineering (QSE) [61], [74], [78], [86], [95], [96].

While these directions hold considerable merit and interest, we

have chosen not to reiterate them in this manuscript. Instead,

we decided to delve into uncharted territories, proposing

research directions that we anticipate harbouring significant

potential yet remain, to the best of our knowledge, barely ad-

dressed in the existing literature. Herein, we present promising

research avenues and challenges within QSE, anticipating their

escalating importance in the near future and envisaging their

potential to yield groundbreaking discoveries:

1) Language abstractions. Developing Quantum algorithms

remains a nuanced art rather than a streamlined engi-

neering process. Presently, quantum abstractions mirror

the early stages of classical computing, where each

individual (qu)bit and gate requires meticulous manage-

ment. Crafting intricate quantum programs thus poses

formidable challenges. However, with the development

of higher-level language abstractions and foundational

quantum primitives, developers can potentially tran-

scend the burdensome intricacies of low-level matrix

operations. This shift promises to bring quantum de-

velopment closer to the intuitive and efficient coding

practices prevalent in modern classical programming

paradigms [107], [108], [109].

2) Quantum software debugging and visualisation. De-

bugging and visualising quantum software pose unique

challenges due to the inherent nature of quantum com-

putation. Unlike classical computing, observing the state

of a quantum computation inevitably disrupts its execu-

tion, complicating the debugging process on real quan-

tum hardware. Fortunately, quantum simulators offer a

workaround, enabling observation of qubit states without

perturbation. By refining debugging techniques tailored

to quantum environments, we can enhance the quality

and ease of developing quantum programs. Moreover,

improving visualisation techniques for quantum compu-

tation holds promise in enhancing both comprehension

and debugging capabilities. Clear visual representations

of quantum processes can provide invaluable insights

into program behaviour and facilitate the identification

of errors. By investing in the advancement of quan-

tum software debugging and visualisation tools, we can

significantly accelerate progress in quantum comput-

ing [100], [110], [111].

3) Distributed quantum computations. The current quantum
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computing landscape is characterised by a significant

diversity in qubit implementations and quantum com-

puter architectures, resulting in a broad spectrum of per-

formance and qualitative attributes. Presently, quantum

computers are predominantly perceived and utilised as

individual monolithic entities. However, an alternative

approach could involve distributing quantum computa-

tions across multiple quantum computers, capitalising

on and leveraging the existing heterogeneity rather than

perceiving it as a limitation. This paradigm shift opens

doors to novel strategies in quantum computation. By

harnessing the diverse capabilities of various quantum

computing platforms, we can envision a distributed

computing framework where tasks are intelligently al-

located across a network (either classical or quantum)

of interconnected quantum devices. This distributed ap-

proach not only mitigates the limitations imposed by

individual quantum computers but also unlocks syner-

gistic potentials arising from their collective strengths.

Embracing this heterogeneity fosters a more robust and

scalable quantum computing ecosystem, paving the way

for collaborative problem-solving on a scale previously

unattainable [112], [113], [114].
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